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**1. Introduction/Problem Statement**

Whether it is accessing our email account or shopping online to purchase the essentials, passwords are an integral part of our everyday lives. Passwords are among the most fundamental mechanisms for securing data. It is common today for password-protected systems to store passwords in their databases in the form of hashes. The MD5 hashing algorithm generates digests that are 128 bits in length. However, even though vulnerabilities have been discovered in the algorithm's security, it continues to be widely used on the Internet.

According to the project title, this project will address the "Password Cracker" problem, where we intend to decrypt passwords based on their MD5 hash using Brute force. Given such an MD5 hash made up of 5 alphabetic characters, the objective is to be able to extract the password from the hash provided by the user.

Since MD5 works only in one direction, it is impossible to decrypt a hashed password. This can only be accomplished by brute-forcing every possible 5-character alphabetic password to find its MD5 hash and then comparing it with the submitted hash. Since brute-force algorithms can take a considerable amount of time, one of the most efficient ways to accomplish this would be to use a distributed or multi-threaded approach. In the case of uppercase and lowercase characters, each of the five characters in the input has 52 possible combinations, which means that the system can iterate through 525 = 380204032 possible password combinations. Regarding the architecture of this project, we intend to develop a method for cracking an MD5 password hash by utilizing a distributed system in GENI. There will be a central server and a web interface where the MD5 hash will be passed. The hash will be based on a five-character password consisting only of alphabets (either lowercase or uppercase) for the purpose of this project. This message digest is input by the user via a web interface, and once it has been processed on the back end by the nodes in a distributed manner, the original password should be returned. The objective of this assignment is to determine how to configure the connections between a web page, a server node, and a set of multiple worker nodes so that they will be able to communicate together to crack the MD5 hash. The worker nodes must be able to cooperate so that they can try different passwords and see if they match the input, as well as stop their processes once one of them has completed the process. It is also necessary for the web page and the server node to communicate to receive the input and return the cracked password. The server node must also communicate with the worker nodes to properly distribute work among them.

**2. Experimental Methodology**

The following project consist of multithreaded servers and multithreaded workers communicating to crack the respective password where API web interface client sends hash to the server which will then distribute it to the number of workers specified by the web interface and the workers will try to find the matching hash of some password found from the word list after chains of looping .
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* Worker nodes on GENI :

Each of the worker nodes is multithreaded, they keep listening infinitely, and they wait for the hash to be delivered to them from the server so that they can start working cracking the password by generating various hashes from the wordlist (consisting of all upper case and lower case alphabetic letters) in order to find the valid five letter word that represents the hash matching to the one provided by the server. If only one of the workers is chosen for the following task to be performed on, the single worker node will loop through all the possible combinations of five letter word to find the appropriate matching hash. Also if we have various nodes that are selected by the client, then we can distribute the work of looping through each wordlist among the workers so that it will maximize the performance and minimize the delay for the distributed system. In the following project, if we had multiple worker nodes assigned for a particular hash, then each individual worker will be assigned to loop through wordlist in a fashion that it will use the first alphabetic letter for the password formed for evaluation depending upon the number of workers chosen and it’s worker Id and will move on to another first alphabetic letter after the first chain of looping ends for the password depending upon the number of workers chosen and it’s worker Id and, this helps in distribution of work among the workers so that the procedure of brute force attacking on the password is time efficient .For example , if we have two workers chosen – Server will provide the hash to both workers where the first worker will loop through all the combination of words that start with A and the second worker will loop through all the combination of words that start with B . And if still the password Is not found , the first worker will continue to find all the combination of words that start with C and the second worker will continue to final the combinations of words that start with D to find the matching hash and it will go on till the matching hash(password) isn’t found .

* Server Node on GENI :

Server node here is a multithreaded server that handles all the workers. The task of the server is to first display to the client the number of workers it has access to so that the API client can choose the appropriate workers of it’s liking to send the hash to the workers through the server . It works accordingly to assign the job to each worker by providing it the hash and indicating the number of workers chosen and worker Id to each worker for the appropriate hash.

* Web API Interface Client :

This Client will choose the number of workers it wants to assign for a particular hash and will inform that to the server and also it will provide the hash to the server on which the brute force attacking can happen to find the password and it will wait to retrieve the following hash’s password. A further extension of the following API client will be that it will be able to push in several hashes at the same time. Also assigning more workers for a particular hash while the processing happens, and making the API client as a multithreaded client who will always listen will help in an easier system that won’t close and collect the password for different hashes concurrently.

Assumption – left.

**3. Results**

**3.1 Usage Instructions –**

* For the following task of finding the password, you can provide the password you want to find the hash for.
* After the Rest API provides you the hash for the following password, you can provide it in the hash section and assign the number of workers you want to use for that particular hash.
* Now as the workers find the password they provide the following to the API web interface and it displays it.

**3.2 Analysis -**

**Time vs workers**

**Performance**

evaluate the performance of the application. For example, its scalability as a function of the number of workers, their placement/location and the conditions of the network paths to the workers, etc.

**4. Conclusion**

Overall, the main findings of this project illustrate the importance of distributing such a workload. With one node, we would start iterating at the letter “A” but with multiple worker nodes, we can start with the next alphabet in an alternating way thus, not having too much of a concern about passwords starting with letters later in the alphabet. In terms of scalability and workload distribution, it was the architecture of the network and how the jobs were distributed that had a greater effect than the TCP network conditions. In its current state, the project could be extended to enable the number of worker nodes to be set up on the spot for each user. Additionally, this project could be extended to include longer passwords, alphanumeric passwords, allowing the user to specify parameters such as bandwidth and delay, caching previously found MD5 hashes to prevent re-compiling them in future rounds or iterations, and others.

**5. Division of Labor**

- Aman and Rhythm focused on the frontend implementation using React and worked on the backend using a Java framework – Spring to make a RESTful web service and handle the API calling procedure.

- Nirbhay worked on the backend architecture part of this project with all three of us contributing on the testing and other implementation tasks required.
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